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3
1. Introduction

This specification defines common design patterns that can be included in other Liberty ID-WSF specifications.

1.1. Notation and Conventions

This specification uses schema documents conforming to W3C XML Schema (see [Schema1-2]) and normative text to describe the syntax and semantics of XML-encoded messages.

The key words "MUST," "MUST NOT," "REQUIRED," "SHALL," "SHALL NOT," "SHOULD," "SHOULD NOT," "RECOMMENDED," "MAY," and "OPTIONAL" in this document are to be interpreted as described in [RFC2119]. These keywords are thus capitalized when used to unambiguously specify requirements over protocol and application features and behavior that affect the interoperability and security of implementations. When these words are not capitalized, they are meant in their natural-language sense.

1.1.1. XML Namespaces

The following XML namespaces are referred to in this document:

- The prefix dp: represents the Design Patterns namespace. This namespace is the default for instance fragments, type names, and element names in this document. In schema listings, and in example messages and fragments thereof, this is the default namespace when no prefix is shown:

  urn:liberty:dp:2007-09

- The prefix xs: stands for the W3C XML schema namespace [Schema1-2]:

  http://www.w3.org/2001/XMLSchema

- The prefix xsi: stands for the W3C XML schema instance namespace:

  http://www.w3.org/2001/XMLSchema-instance
2. Polling

The Poll operation is used when an entity can’t expose an incoming request communications channel and therefore must poll its consumer(s) for requests.

2.1. PollType Message Type

The <dp:PollType> element defines a structure for a poll interface request which is called to return the results of a previous request and/or to ask for one or more new requests.

The <dp:PollType> contains the following attributes and/or elements:

- `<wsa:Action>` [Optional] - the Action URIs for the requests that the invoking party is willing to accept in the response. This is a hint to help the recipient of the <dp:Poll> decide which request(s) can be sent. If not specified the recipient can send whatever it wants.

- `<dp:Response>` [Optional] - a container for the response element(s) from previous request(s). Note that the number of response element(s) MUST match the number of request elements that were present in the <dp:PollResponse> which resulted in this <dp:Poll>.

The <dp:Response> element has the following attributes/elements:

- `<xs:any>` [Required] - the service level response (any response is allowed. For example, if the invoking party hosted a Liberty People Service and had received a People Service request, the service level response could be a `<ps:AddEntityResponse>` element in this location.

The individual service definitions (such as the Liberty People Service Specification) drive what is allowable within this location. Essentially, anything that MAY be placed into the body of a typical response to an invocation of the service MAY be placed into the <dp:Response> element.

There MUST ONLY be a single service response within a given <dp:Response> element. If multiple service responses are to be included in a single <dp:Poll> message they MUST be placed into separate <dp:Response> elements.

- `ref` [required] - a reference to the itemID in the request for which this response was generated.

- `wait` [Required] - an attribute indicating the number of seconds the invoker wants the recipient to wait if there aren’t any requests available immediately. If set to zero, no wait takes place. The recipient MAY limit the amount of time it is willing to wait for more requests.

- `anyAttribute` [Optional] - Zero or more attributes from a namespace other than that of this specification. One such possibility is an `xs:ID` type attribute such as `xml:id` or `wsu:Id`.
The schema for the `<dp:PollType>` is shown below.

```
<!-- PollType - datatype for polling the recipient for any new work -->

<xs:complexType name="PollType">
  <xs:sequence>
    <xs:element ref="wsa:Action" minOccurs="0" maxOccurs="unbounded" />
    <xs:element ref="Response" minOccurs="0" maxOccurs="unbounded" />
  </xs:sequence>
  <xs:attribute name="wait" type="xs:integer" use="required" />
  <xs:anyAttribute namespace="##other" processContents="lax"/>
</xs:complexType>

<xs:element name="Response" type="ResponseType"/>

<xs:complexType name="ResponseType">
  <xs:sequence>
    <xs:any namespace="##other" processContents="lax" minOccurs="0" maxOccurs="unbounded" />
  </xs:sequence>
  <xs:attribute name="ref" type="xs:string" use="required" />
</xs:complexType>
```

Figure 1. `<dp:PollType>` — Schema Fragment

An example message body containing a message derived from the `<dp:PollType>` follows. This indicates that the caller is willing to wait 5 minutes for any new requests and is looking for a `<shps:ProxyInvoke>` request.

```
<shps:Poll wait="300">
</shps:Poll>
```

**Example 1. Example request derived from the `<dp:PollType>` datatype**

An example message body containing a message derived from the `<dp:PollType>` with a response from a prior request follows.

```
<shps:Poll wait="300">
  <dp:Response ref="1">
    <shps:ProxyInvokeResponse>
      <lu:Status code="OK" />
      <shps:ProxyInvokeResponseItem ref="1">
        <shps:ServiceHandle>uuid:23023-0 23802-2032023-0238023</shps:ServiceHandle>
        <shps:ResponseHeaders>
          <sb:UsageDirectives> ..... </sb:UsageDirectives>
          <shps:QueryResponse>
            ... modification response data goes here ...
          </shps:QueryResponse>
        </shps:ResponseHeaders>
      </shps:ProxyInvokeResponseItem>
    </shps:ProxyInvokeResponse>
  </dp:Response>
</shps:Poll>
```

**Example 2. Example request derived from the `<dp:PollType>` datatype**
2.2. **PollResponseType Message Type**

This response type is used to define responses to messages derived from the `<dp:PollType>` message type and contains the following elements:

- `<lu:Status>` **[Required]** - the status of the response. See the processing rules below for more information.
- `<dp:Request>` **[Optional]** - zero or more request container(s) each of which contain the following attributes/elements:
  - `<xs:any>` **[Required]** - the service level request message. For example, if the Liberty People Service is the service hosted by the polling entity, a `<ps:AddEntityRequest>` may be specified in this location.
  - `<itemID>` **[required]** - the identifier for this request (for correlation with the results in the response).
  - `<nextPoll>` **[Optional]** - the number of seconds that the caller should wait before polling again for more requests. This attribute has no effect and SHOULD NOT be specified if a `<dp:Request>` is included in the message as the polling entity SHOULD poll again as soon as the response for that request is ready (and, of course, include the response in the poll).
  - `<anyAttribute>` **[Optional]** - zero or more attributes from a namespace other than that of this specification. One such possibility is an `<xs:ID` type attribute such as `xml:id` or `wsu:Id`.

```xml
<!-- PollResponseType - the datatype of response to a polling message -->
<xs:complexType name="PollResponseType">
  <xs:complexContent>
    <xs:extension base="ResponseAbstractType">
      <xs:sequence>
        <xs:element ref="Request" minOccurs="0" maxOccurs="unbounded" />
      </xs:sequence>
      <xs:attribute name="nextPoll" type="xs:integer" use="optional" />
    </xs:extension>
  </xs:complexContent>
</xs:complexType>
```

**Figure 2. `<dp:PollResponseType>` — Schema Fragment**

An example message body containing a message derived from the `<dp:PollResponseType>` follows. This is a successful SHPS response with no new requests and a request for the caller to wait 10 minutes before polling again.
Example 3. Example message derived from the  \texttt{<dp:PollResponseType>} Message Type

Another example message body containing a message derived from the \texttt{<dp:PollResponseType>} follows. This is a successful response message with a \texttt{<shps:ProxyInvoke>} request.

Example 4. Example message derived from the  \texttt{<dp:PollResponseType>} Message Type

2.3. Poll Processing Rules

- If the request includes one or more \texttt{<wsa:Action>} elements, the recipient MUST NOT include request elements in the response that are not associated with the specified action value(s).

- If the request includes the \texttt{wait} attribute, the recipient SHOULD respond immediately when it has requests for the invoker (including any that arrive after the recipient has started waiting for new requests). The recipient MAY use the specified amount of time on the \texttt{wait} to determine how long it is willing to wait before responding with no request.

- A single poll response SHOULD NOT include multiple requests which make use of Delayed Notification \texttt{(Section 4)} as this can result in indeterminate results when the results are subsequently returned in different notification using the same \texttt{ref} attribute value.

Requests making use of Delayed Notification SHOULD be sent in separate poll response messages.

- If the response is to be sent without an embedded request, the response should still be treated as a successful response. The lack of a \texttt{<dp:Request>} is sufficient to determine that there is no request and the poll operation itself was successful.
• If the response includes a `nextPoll` attribute, the invoker SHOULD NOT poll the recipient again until that amount of time has passed.

The `nextPoll` SHOULD NOT be specified on responses that include an incoming request as the invoker should issue a new poll containing the response to the request as soon as it has completed processing the request. If the attribute is specified in such cases, the invoker MAY ignore it.

If a poll is received too soon following a response with a `nextPoll` attribute, the recipient MAY reject the request and in doing so, MAY indicate a secondary status code of "PollTooSoon."

• If request processing succeeded, the top-level status code MUST be "OK." Otherwise, the top-level status code MUST be "Failed."

• If the top-level status code is "Failed," the response MAY also contain Forbidden as a second-level status code. The SHP Service instance may not wish to reveal the reason for failure, in which case no second-level status code will appear.
3. Pagination

Pagination is an add-on functionality to an interface to allow the requester to page through results rather than forcing the entire set of results into a single response. This capability is very useful when a large set of results may be returned in response to a request.

Pagination also brings up the issue of transactional consistency. This is due to the fact that time passes between the request for the first page and the request for the second page and there may have been changes made to the data during that time (even if the time was very small).

For example, after reading the first page of 10 items, a new item is added that would be sorted into the results as item 3 (and therefore would have been on the first page if it had been three at the time the first page was requested). With the subsequent request for the next 10 items, which items are returned – the original items 11-20, or the original items 10-19 (which are now 11-20 because of the new item in position 3).

Transactional consistency is not always a problem. Many operations are either static in nature, (such as reading a static document like the one you’re reading now), in other cases it just doesn’t matter, especially considering that the likelihood of the collision is relatively small and the ramifications are minimal – such as listing web pages that contain a particular term.

Of course, there are situations where transactional consistency is important and so we need to support both situations. Therefore we have defined two attribute groups to support both situations:

- **Basic** - support for basic pagination with no explicit support for consistency controls. This is typically used when the data is static or consistency just doesn’t matter. If a caller is still concerned about consistence, they can just read the entire data set in a single operation.

- **Extended** - support for basic pagination and support for a snapshot type of consistency control (the server collects the data that would be included in the response at the start of the pagination of results and guarantees that only those records are included in subsequent pages through the result set).

In all cases, pagination refers to accessing a limited set of the item that may be in the result set. The interface that adopts this design pattern MUST define what is considered an item. In many cases, the item will be the native object or record that the request is attempting to access. In other cases, the item will equate to a byte of data in the response.

3.1. Basic Pagination

3.1.1. Basic Pagination - Request attributes

Basic pagination provides for paging through results of an operation without any support for consistency level controls. The attribute group `dp:PaginationBasicAttributeGroup` contains the following attributes:

- **count** [Optional] - the maximum number of items to be included in the response to this request. The actual number returned MAY be smaller if the number of items remaining in the result set is less than the specified count or at the discretion of the service.

  If this attribute is not specified, the request MUST be interpreted as if the entire remaining set of items are requested.

- **offset** [Optional] - the starting location in the result set for the items to be returned for this request. The first item has the offset zero.

  If this attribute is not specified, the request MUST be interpreted as if zero had been specified.
The schema for the `dp:BasicPagingAttributeGroup` is shown below:

```xml
<!--BasicPagingAttributeGroup - basic request pagination support -->
<xs:attributeGroup name="BasicPagingAttributeGroup">
  <xs:attribute name="count" use="optional" type="xs:nonNegativeInteger"/>
  <xs:attribute name="offset" use="optional" type="xs:nonNegativeInteger"/>
</xs:attributeGroup>
```

Figure 3. `dp:BasicPagingAttributeGroup` — Schema Fragment

### 3.1.2. Basic Pagination - Response Attributes

The attributes defined for the pagination feature on response messages are used to provide the invoking party with the information that they may need to build the subsequent request. The `dp:BasicPagingResponseAttributeGroup` attribute group includes the following attributes:

- **remaining** [Optional] - the number of items remaining to be read after the results returned in this response.

  While this attribute is optional in the schema, the attribute MUST be specified in the response if the associated request included either the `count` or `offset` attributes.

  The value zero in the `remaining` attribute indicates that there are no further items available for this request (i.e., we’re done).

  The special value -1 in the `remaining` attribute indicates that the service does not have a definitive count of the number of remaining entries and so the caller should come back for more. This is frequently used for cases where the caller is reading a variable length stream of data (such as a stock ticker).

  The number of items in the result set can change as the result set is read, resulting in a different total number of items than originally calculated. So, after a read of the first 10 items and with a remaining count of 11, the read of the next 10 items may get back a remaining count of 2 instead of the expected 1. This can be prevented if static set processing is supported by the service and invoked by the caller (see Section 3.2).

- **nextOffset** [Optional] - the offset in the result set for the first item of the remaining items.

  While `nextOffset` is defined as optional in the schema, the attribute MUST be specified on a response when the `remaining` attribute is present and has a non-zero value.

  The recipient of the response, would place the value of the `nextOffset` attribute into the `offset` attribute in a subsequent request to read the next page of items.

- **maxCount** [Optional] - the maximum number of items that the service will return in a single response. This attribute is normally only specified when a `ResultsTooLarge` error code is being returned (see Section 3.4 below).
3.2. Extended Pagination

Extended pagination includes all the attributes and features of basic pagination and adds the ability to define and reference static result sets (so that the results are consistent across multiple read operations). With a static set defined, the results would be the same as if the requester had read them in a single read operation.

Static sets do place a burden on the server to maintain the result set across multiple invocations. This may not even make sense with certain types of data. Therefore, when adopting pagination for a service definition, the authors should evaluate whether static sets are necessary and if not, simply use the attributes and features of Basic Pagination (see Section 3.1 above).

3.2.1. Extended Pagination - Request attributes

Extended pagination builds upon the attributes defined for Basic Pagination. The attribute group dp:ExtendedPagingAttributeGroup contains all of the attributes (including their rules and interpretations) in the dp:BasicPagingAttributeGroup as well as the following added attributes:

- **setID [Optional]** - the identity of the result set being accessed. This attribute MUST ONLY be specified when the setID was returned on a previous response to a request that established the result set.
  
  If this attribute is specified, the normal parameters for the operation MUST NOT be specified as the parameters used when the result set was established control the ongoing responses using this result set. Only the pagination attributes (and, potentially, an identity attribute for signing purposes) SHOULD be present on such requests.

- **setReq [Optional]** - a controlling attribute used to indicate the desire for a new set, or ask the server to delete an established set. This attribute MUST have one of the following values:
  
  - **Static** - a new static results set is to be created using the parameters specified on this operation. The setID attribute MUST NOT be specified on the request when this value is specified.
  
  - **DeleteSet** - the existing result set indicated by the setID attribute are to be deleted. This is usually only necessary when the caller wants to abort reading the entire result set as the result set is automatically deleted when the last item is read.
The schema for the `dp:ExtendedPagingAttributeGroup` is shown below.

```xml
<!-- ExtendedPagingAttributeGroup - adds set support -->
<xs:attributeGroup name="ExtendedPagingAttributeGroup">
  <xs:attributeGroup ref="BasicPagingAttributeGroup"/>
  <xs:attribute name="setID" use="optional" type="xs:string"/>
  <xs:attribute name="setReq" use="optional">
    <xs:simpleType>
      <xs:restriction base="xs:string">
        <xs:enumeration value="Static"/>
        <xs:enumeration value="DeleteSet"/>
      </xs:restriction>
    </xs:simpleType>
  </xs:attribute>
</xs:attributeGroup>
```

Figure 5. `dp:ExtendedPagingAttributeGroup` Schema Fragment

### 3.2.2. Extended Pagination - Response Attributes

Like the request attributes defined above, the response attributes for Extended Pagination are built atop the Basic Pagination response attributes. The attribute group `dp:ExtendedPagingResponseAttributeGroup` contains all of the attributes (including their rules and interpretations) in the `dp:BasicPagingResponseAttributeGroup` as well as the following added attributes:

- **setID [Optional]** - the identity of the result set to which these results belong. This attribute MUST be specified when the results are associated with a static result set.
- **setExpires [Optional]** - the time at which this set will no longer be valid. This attribute MUST be specified in the initial response that creates the `setID` and MAY be specified in subsequent responses.

The WSP is telling the WSC that it will maintain the static result set until this point in time and afterwards requests using that `setID` will fail.

```xml
<!-- ExtendedPagingResponseAttributeGroup - adds support for sets -->
<xs:attributeGroup name="ExtendedPagingResponseAttributeGroup">
  <xs:attributeGroup ref="BasicPagingResponseAttributeGroup"/>
  <xs:attribute name="setID" use="optional" type="xs:string"/>
  <xs:attribute name="setExpires" use="optional" type="xs:dateTime"/>
</xs:attributeGroup>
```

Figure 6. `dp:ExtendedPagingResponseAttributeGroup` Schema Fragment

### 3.3. Pagination Examples

#### 3.3.1. Pagination Schema Example

This example shows how the pagination attributes can be included into a schema (and is the schema that we use for the remaining examples).
<?xml version="1.0" encoding="UTF-8"?>
<xs:schema targetNamespace="urn:liberty:ex:getdata"
  xmlns:xs="http://www.w3.org/2001/XMLSchema"
  xmlns:dp="urn:liberty:dp:2007-09"
  xmlns="urn:liberty:ex:getdata"
  elementFormDefault="qualified"
  attributeFormDefault="unqualified">
  <xs:import namespace="urn:liberty:dp:2007-09" schemaLocation="liberty-idwsf-dp-v1.0.xsd"/>
  <xs:element name="GetData" type="GetDataType" />
  <xs:complexType name="GetDataType" mixed="true">
    <xs:attributeGroup ref="dp:ExtendedPagingAttributeGroup" />
  </xs:complexType>
  <xs:element name="GetDataResponse" type="GetDataResponseType" />
  <xs:complexType name="GetDataResponseType" mixed="true">
    <xs:attributeGroup ref="dp:ExtendedPagingResponseAttributeGroup" />
  </xs:complexType>
</xs:schema>

Example 5. GetData Schema incorporating pagination attributes

3.3.2. Basic Pagination Example

An example sequence of request and response messages using the pagination attributes to read 21 items from a data service, 10 items at a time.

3.3.2.1. 1. Initial request for max of 10 items.

This requests asks for at most 10 items from the result set (and does not specify an offset, which is the same as specifying an offset of zero).

Example 6. Initial request, max of 10

3.3.2.2. 2. Response to initial request with 11 remaining.

This response includes the 10 items requested and specifies that there are 11 items remaining starting at offset 10.

Example 7. First response, remaining 11

3.3.2.3. 3. Request for 10 more items.

This requests asks for at most 10 more items from the result set starting at offset 10 (the 11th item).
<GetData xmlns="urn:liberty:ex:getdata" count="10" offset="10">
  ...
</GetData>

```
Example 8. Second request, max of 10
```

### 3.3.2.4. 4. Response to request with 1 remaining.

This response includes the 10 items requested and specifies that there is 1 more item remaining starting at offset 20.

<GetDataResponse xmlns="urn:liberty:ex:getdata" remaining="1" nextOffset="20">
  ...
</GetDataResponse>

```
Example 9. Second response, remaining 1
```

### 3.3.2.5. 5. Request for 10 more items.

This requests asks for at most 10 more items from the result set starting at offset 20 (the 21st item). Note that given the prior response specifying that there is only 1 remaining, this request could have asked for just 1 more item. Instead it chose to ask for 10 in case the count of items had changed.

<GetData xmlns="urn:liberty:ex:getdata" count="10" offset="20">
  ...
</GetData>

```
Example 10. Third request, max of 10
```

### 3.3.2.6. 6. Response to request with 0 remaining.

This response includes the 1 items remaining and specifies that there are no more remaining items (and as such doesn’t include an next offset).

<GetDataResponse xmlns="urn:liberty:ex:getdata" remaining="0">
  ...
</GetDataResponse>

```
Example 11. Third response, remaining 0
```

### 3.3.3. Extended Pagination Example

An example sequence of request and response messages using the pagination attributes to read 21 items from a data service, 10 items at a time.

#### 3.3.3.1. 1. Initial request for max of 10 items and creation of static set.

This requests asks for at most 10 items from the result set (and does not specify an offset, which is the same as specifying an offset of zero). The request also asks the service to create a static set for the remaining operations.
<GetData xmlns="urn:liberty:ex:getdata" count="10" setReq="Static" >
... get data parameters ...
</GetData>

Example 12. Initial request, max of 10, create static result set

3.3.3.2. 2. Response to initial request with 11 remaining.

This response includes the 10 items requested, defines the setID for the result set, and specifies that there are 11 items remaining starting at offset 10.

... data items go here (10 of them) ...
</GetDataResponse>

Example 13. First response, remaining 11, assigns setID

3.3.3.3. 3. Request for 10 more items from static result set.

This requests asks for at most 10 more items from the specified static result set starting at offset 10 (the 11th item).

Note that this request does not include request parameters. They were defined when the static result set was created and are no longer necessary.

<GetData xmlns="urn:liberty:ex:getdata" setID="38273923" count="10" offset="10" />

Example 14. Second request, max of 10, uses setID

3.3.3.4. 4. Response to request with 1 remaining.

This response includes the 10 items requested and specifies that there is 1 more item remaining in the static result set starting at offset 20.

<GetDataResponse xmlns="urn:liberty:ex:getdata" setID="38273923" remaining="1" nextOffset="20">
... data items go here (10 more) ...
</GetDataResponse>

Example 15. Second response, remaining 1, uses setID

3.3.3.5. 5. Request for 10 more items from static result set.

This requests asks for at most 1 more item from the static result set starting at offset 20 (the 21st item). Since this is a static result set, there can’t be more than 1 item left.

Note that this request does not include request parameters. They were defined when the static result set was created and are no longer necessary.

<GetData xmlns="urn:liberty:ex:getdata" setID="38273923" count="1" offset="20" />
Example 16. Third request, max of 1, uses setID

3.3.3.6. 6. Response to request with 0 remaining.

This response includes the 1 items remaining and specifies that there are no more remaining items (and as such doesn’t include an next offset).

Following this response, since the caller has read the entire static result set, the setID is no longer valid since the server will have deleted this set following the read of the last item. Any further attempts to use this setID will result in an error.

Example 17. Third response, remaining 0

3.4. Pagination Processing Rules

- If a request includes a count attribute, the response MUST NOT include more than count items. The response MAY include less items, either because there aren’t any more items to respond or because the server decided on its own to return a smaller number – even with more results available.

- If a request does NOT include a count attribute, but the number of items in the result is, at the discretion of the service, too large to return in a single response, the request MUST fail and, if detailed error codes are provided, the error code MUST be ResultsTooLarge.

In such cases, the service SHOULD specify the maxCount attribute on the response, indicating the largest result set it is willing to return. The WSC would, in such cases, resubmit the request with count set to this value or a lesser value.

- If a request includes an offset attribute, the data in the response must start at the specified offset into the results defined by the operation’s parameters. If this offset is beyond the end of the results set, the request MUST fail and, if detailed error codes are provided, the error code MUST be OffsetBeyondEnd.

- If a request includes a setReq attribute with the value "Static," the WSP MUST arrange to return a static set of results using the current request parameters and MUST identify this set with a unique identifier specified in the setID of the response. This does not require a particular implementation of the static results (e.g., some WSPs could cache the results, others could use backend database cursor capabilities).

- Following the creation of a static results set, the WSC SHOULD NOT specify search criteria on subsequent requests related to the same set. If this criteria is specified, the WSP MAY return or a failure or otherwise MUST ignore it and use the search criteria specified when the static result set was created. By search criteria, we mean any operational parameters to the request that are used to control the results set (other than pagination attributes, of course).

- The WSP MUST ensure that static result sets created by requests from one WSC are not made visible to other WSCs.

- If a request includes a setID that is not valid (because it was not generated by that WSP, not assigned to the requesting WSC, or refers to a set which has been deleted), the request MUST fail and, if detailed error codes are provided, the error code MUST be StaticSetInvalid.
4. Delayed Notification

Some service interfaces provide for a delayed completion of their processing. This can occur for several reasons including delayed operation (a request with a future timestamp) and/or indirect operation (a request that is forwarded to another party for processing).

Such delayed operation raises an issue for the service in that they need a means to provide the invoker with the completion status and results of the operation but do not want a request to hang about on their service interface for long periods of time (tying up valuable resources).

At the same time, there are many cases where the service can determine if there is a problem with the request right away and return such status in an immediate response to the service invocation.

This design pattern solves the issues by providing:

1. a means for the invoker to use to indicate that they are able to receive delayed results and where to send such delayed (Section 4.2.1).
2. a means for immediate results to be returned, if available.
3. a means to indicate that immediate results are not available and will be returned later.
4. a means to deliver the delayed results to the invoker (including the definition of an interface that must be exposed by the invoker to receive such delayed results).

4.1. Delayed Notification Sequence

The following sections describe an example sequence of events that is representative of a typical implementation of this design pattern. Of course, this is not a required sequence and some implementations and/or particular invocations within a given implementation will result in different sequences of steps. However, this example does explain the potential steps/processing that may take place.

4.1.1. Step 1: Invoker submits request with $<\text{dp:NotifyTo}>$ element

If the invoker supports and wants delayed notification for the completion status, they would include a $<\text{dp:NotifyTo}>$ element on the request which contains the [WSAv1.0] EndpointReference (EPR) for their notification endpoint.

The presence of this element indicates that they want the results of any delayed operation and identifies the location to which such delayed operation results should be sent.

If this element was not present in the request, the processing rules for the service interface MUST define the behavior of the interface. This will typically fall into one of the following three options:

- The $<\text{dp:NotifyTo}>$ element is required and the request fails if not specified.
- The service makes best efforts to verify that the future/indirect processing of the request will succeed and return the results of those efforts and accept that a later failure may occur without the ability to notify, directly, the invoker.
- The service waits for the completion of the process prior to returning the actual completion status and/or results to the invoker. This is more likely to be used in an indirect operation.
The service specification MUST document which option is chosen for this case. In many cases the "best efforts" solution is the simplest and probably best for such cases as the invoker is clearly indicating that they do not want the results sent back separately.

4.1.2. Step 2: Service instance performs initial processing

The service should process and validate the results to the extent possible at this time. The service has the choice of returning one of the following status codes for each request item:

- **OK** - the validation is complete for this item and the update will proceed as indicated (if a future operation) or has completed successfully (if an indirect operation and/or an operation with a past timestamp).

For a delayed operation, the service is indicating that the service will complete without error (as in they know that it will be successful). Since this is hard to ensure with reasonable soundness for future operations, it is not recommended that this status be returned until the operation has actually completed.

If this status is returned, no further messages will be sent related to this request item.

- **WillNotify** - the request has been validated to the extent possible by the service instance and will be processed as requested. The completion status of the request will be sent to the invoker when the processing is complete.

- **anything else** - any other status value indicates that the validation and/or processing for this item has failed (the operation was not successful).

If this is returned, no further messages will be sent related to this request item.

The inclusion of multiple request items in a single request is possible in many service interfaces. In some cases, the multiple operations are treated as an atomic operation and therefore the status codes above apply to the single atomic operation.

In other cases, the service interface allows the individual request items to be processed independently and for partial results to be returned. In such cases, the secondary status codes for each request item in partial operations would meet the rules outlined above and the notification messages would be individual for each request item. For example, a request for 5 operations could result in 2 failing validation immediately and 3 separate notifications of completion, one for each other request item in the request.

4.1.3. Step 3: The operation completes

Upon completion of an operation, if the status code **WillNotify** was returned for that operation, the service instance must generate a `<dp:Notification>` message and send it to the invoker at the destination indicated in the `<dp:NotifyTo>` element that was on the request.

The `<dp:Notification>` message MUST contain the application response message which contains the completion status of the request as well as any possible results.

4.2. Delayed Notification data structures

4.2.1. `<dp:NotifyTo>` Element

The `<dp:NotifyTo>` element is an ID-WSF EndpointReference (see [LibertyDisco]) which describes where completion notification messages are to be sent.

In the case where a `<dp:NotifyTo>` is included in a service request that is part of a polling response message, the anonymous address (http://www.w3.org/2005/08/addressing/anonymous) may be used in the `<dp:NotifyTo>` to indicate that the notification message is to be sent to the same endpoint that the poll request was submitted.

Service specifications which adopt this design pattern MUST include this element in the schema definitions for the interfaces where the capabilities of delayed notification are desired.
The schema for the `<dp:NotifyTo>` element is shown below.

```xml
<xs:element name="NotifyTo" type="wsa:EndpointReferenceType" />
```

**Figure 7. `<dp:NotifyTo>` — Schema Fragment**

An example usage of the `<dp:NotifyTo>` element in a service schema for the Liberty ID-WSF Provisioning Service (LibertyPROV) `<prov:PMDUpdate>` interface (an indirect operation) is shown below:

```xml
<xs:complexType name="PMUpdateType">
  <xs:complexContent>
    <xs:extension base="RequestAbstractType">
      <xs:sequence>
        <xs:element ref="PMUpdateItem" maxOccurs="unbounded" />
        <xs:element ref="dp:NotifyTo" minOccurs="0" />
      </xs:sequence>
    </xs:extension>
  </xs:complexContent>
</xs:complexType>
```

**Example 18. Example schema inclusion of `<dp:NotifyTo>` element**

An example message which includes the `<dp:NotifyTo>` element.

```xml
<prov:PMUpdate>
  <prov:PMUpdateItem itemID="1" type="urn:liberty:prov:2007-09:ut:engine">
    <prov:PMDescriptor xs:id="2323923900239">
      <prov:PMEngineRef>https://pmsRus.org/VeryTrustedModule/4.0</prov:PMEngineRef>
    </prov:PMDescriptor>
  </prov:PMUpdateItem>
  <dp:NotifyTo>
    <wsa:Address>https://provider.com/notifications</wsa:Address>
    <wsa:Metadata>
    </wsa:Metadata>
  </dp:NotifyTo>
</prov:PMUpdate>
```
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4.3. Delayed Notification Operations

4.3.1. Operation: Notification

The Notification operation is reverse channel service interface exposed by a web services consumer (WSC) acting as a web service provider (WSP) in order to receive a delayed notification message from another service provider that the WSC had invoked.

4.3.1.1. wsa:Action values for Notification Messages

<Notification> request messages MUST include a <wsa:Action> SOAP header with the value of "urn:liberty:dp:2007-09:Notification."

<NotificationResponse> messages MUST include a <wsa:Action> SOAP header with the value of "urn:liberty:dp:2007-09:NotificationResponse."

4.3.1.2. Notification Message

The <Notification> request is called to send a delayed completion response to a provider.

The <dp:Notification> request contains one or more service level response messages associated with a prior service request at the invoker’s WSP. Note that for the <dp:Notification> message, the invoker is the recipient of the referenced message and the recipient of this <dp:Notification> message is the invoker of the former message that caused this notification to be sent.

In other words, the two parties have switched roles.

The <dp:Notification> element contains the following elements and attributes:

- <xs:any> [Required] - a catch-all element to allow the insertion of a service response message (the complete contents of what would normally be in the body of a response message to a service request).
  
  For example, if this message was a delayed notification for the completion of a <PMDUpdate> request, this element would be a <PMDUpdateResponse>.

  The contents of this element are controlled by the service specification which contains the request that is being responded to. Typically, Liberty specifications require that the body of a response have exactly one element and so there will typically be exactly one element in this location.

- ref [Required] - the message ID from the request message which resulted in this notification being sent.

- anyAttribute [Optional] - zero or more attributes from a namespace other than that of this specification. One such possibility is an xs:ID type attribute such as xml:id or wsu:Id.
The schema for the `<dp:Notification>` is shown below.

```xml
<xs:element name="Notification" type="NotificationType"/>
<xs:complexType name="NotificationType">
  <xs:complexContent>
    <xs:extension base="RequestAbstractType">
      <xs:sequence>
        <xs:element name="any" namespace="##other" processContents="lax" minOccurs="0" maxOccurs="unbounded" />
      </xs:sequence>
      <xs:attribute name="ref" type="xs:string" use="required" />
    </xs:extension>
  </xs:complexContent>
</xs:complexType>
```

Figure 8. `<dp:Notification>` — Schema Fragment

An example message body containing a `<dp:Notification>` message follows. This contains a completion notification for a `<prov:PMDUpdate>` operation.

```xml
<dp:Notification ref="...messageID-of-request...">
  <prov:PMDUpdateResponse>
    <lu:Status code="OK"/>
  </prov:PMDUpdateResponse>
</dp:Notification>
```

Example 20. Example `<dp:Notification>` Message

### 4.3.1.3. NotificationResponse Message

This response to the `<dp:Notification>` request contains the following elements/attributes:

- `<lu:Status>` [Required] - the completion status of the request. See the processing rules below for more information.
- `anyAttribute` [Optional] Zero or more attributes from a namespace other than that of this specification. One such possibility is an `<xs:ID>` type attribute such as `xml:id` or `wsu:Id`. 
<!-- NotificationResponse - the response to a Notification message -->

<xsd:element name="NotificationResponse" type="NotificationResponseType" />

<xsd:complexType name="NotificationResponseType">
  <xsd:complexContent>
    <xsd:extension base="ResponseAbstractType" />
  </xsd:complexContent>
</xsd:complexType>

Figure 9. <dp:NotificationResponse> — Schema Fragment

An example message body containing a <NotificationResponse> message follows.

<dp:NotificationResponse>
  <lu:Status code="OK" />
</dp:NotificationResponse>

Example 21. Example <dp:NotificationResponse> Message

4.3.1.4. Notification Processing Rules

- If the recipient is unable to locate a pending request with the message id specified in the ref attribute, the call
  MUST be treated as a failure. In such cases, if detailed status codes are being included, the detailed status code for
  this error MUST be "NotFound."

- Each <dp:Notification> MUST ONLY include response data for a single request (the sender MAY NOT
  combine results from different requests).

- When building a notification message, if there are still outstanding operations for which the completion data or
  status is not available, the sender MUST indicate the current status of those items using the "WillNotify" status
  code.

- For multiple item requests that allow partial results, the sender MAY include the status of some or all of the pending
  items on a notification. So a single request with multiple request items could result in a single delayed notification,
  several delayed notifications, or even one delayed notification for each and every request item.

- When multiple item requests are supported, the same method used to match results in the non-delayed response
  MUST be used to match results in the delayed notification. Typically, the request items from the request would
  have an identifier that is placed to a ref attribute in the service level response item (note that this is different from
  the ref attribute in the <dp:NotificationResponse> element).

On the other hand, if the normal service request uses order of elements in the response to match them to the request
items, the sender MUST wait to accumulate the results for all items prior to returning any. This method is NOT
RECOMMENDED.

- If request processing succeeded, the top-level status code MUST be "OK." Otherwise, the top-level status code
  MUST be "Failed."

- If the top-level status code is "Failed," the response MAY also contain "NotFound" as a second-level status code.
  The service instance may not wish to reveal the reason for failure, in which case no second-level status code will
  appear.
4.4. Delayed Notification Examples (Non-Normative)

This section walks through a fictitious sequence of events in a delayed notification environment. This sequence is made particularly complex in order to highlight the possible messages one could observe while most real-world usages are likely to be simpler.

4.4.1. Step 1: Single request to update several PMDs

This request involves an update of several PMDs that have previously been provisioned to a multitude of PMMs in different locations. Since this is an indirect operation through the Provisioning Service that may not complete right away, the caller includes a `<dp:NotifyTo>` element in the request.
Example 22. Step 1: request to update several PMDs

This request is attempting to update 6 different PMs to the same new version of a pmengine.

4.4.2. Step 2: Initial response from the Provisioning Service

Of the 6 requested items, the Provisioning service is able to process, immediately, one of them and one of them fails. The service returns the partial results shown below.
4.4.3. Step 3: First Notification

After some time, one of the remaining 4 items completes processing and a notification is sent. Note that the special status "Notify," which indicates that this is a limited status report that only includes the remaining outstanding items (some of which are still in the "WillNotify" state), is used.

4.4.4. Step 4: Second Notification

After some additional time, two of the remaining 3 items completes processing and a notification is sent. Note that the special status "Notify," which indicates that this is a limited status report that only includes the remaining outstanding items (the last of which is still in the "WillNotify" state), is used.
4.4.5. Step 5: Final Notification

After some additional time, the last remaining item completes processing and a notification is sent. Note that the special status "Notify," which indicates that this is a limited status report that only includes the remaining outstanding items (and no other items are still outstanding since none are still in the "WillNotify" state), is used.

Example 26. Step 4: Second Notification

```
<dp:Notification ref="uuid:2376bf6d-9cf6-420e-a438-436a30f7d3f1" >
<prov:PMUpdateResponse>
<lu:Status code="Notify">
<lu:Status ref="6" code="OK" />
</lu:Status>
</prov:PMUpdateResponse>
</dp:Notification>
```

Example 27. Step 5: Final Notification

```
<dp:Notification ref="uuid:2376bf6d-9cf6-420e-a438-436a30f7d3f1" >
<prov:PMUpdateResponse>
<lu:Status code="Notify">
<lu:Status ref="6" code="OK" />
</lu:Status>
</prov:PMUpdateResponse>
</dp:Notification>
```
5. ID-WSF Design Patterns Schema

```xml
<?xml version="1.0" encoding="UTF-8"?>
<xs:schema targetNamespace="urn:liberty:dp:2007-09"
    xmlns:lu="urn:liberty:util:2006-08"
    xmlns:xs="http://www.w3.org/2001/XMLSchema"
    xmlns:wsa="http://www.w3.org/2005/08/addressing"
    xmlns="urn:liberty:dp:2007-09"
    elementFormDefault="qualified"
    attributeFormDefault="unqualified">
    <xs:import namespace="urn:liberty:util:2006-08"
        schemaLocation="liberty-idwsf-utility-v2.0.xsd"/>
    <xs:import namespace="http://www.w3.org/2005/08/addressing"
        schemaLocation="http://www.w3.org/2005/08/addressing/ws-addr.xsd"/>

    <!-- Polling design pattern schema defs -->
    <!-- PollType - datatype for polling the recipient for any new work -->
    <xs:complexType name="PollType">
        <xs:sequence>
            <xs:element ref="wsa:Action" minOccurs="0" maxOccurs="unbounded" />
            <xs:element ref="Response" minOccurs="0" maxOccurs="unbounded" />
        </xs:sequence>
        <xs:attribute name="wait" type="xs:integer" use="required" />
        <xs:anyAttribute namespace="##other" processContents="lax"/>
    </xs:complexType>

    <xs:element name="Response" type="ResponseType"/>
    <xs:complexType name="ResponseType">
        <xs:sequence>
            <xs:any namespace="##other" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>
            <xs:attribute name="ref" type="xs:string" use="required" />
        </xs:sequence>
    </xs:complexType>

    <xs:element name="Request" type="RequestType"/>
    <xs:complexType name="RequestType">
        <xs:sequence>
            <xs:any namespace="##other" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>
        </xs:sequence>
    </xs:complexType>

    <!-- PollResponseType - the datatype of response to a polling message -->
    <xs:complexType name="PollResponseType">
        <xs:complexContent>
            <xs:extension base="ResponseAbstractType">
                <xs:sequence>
                    <xs:element ref="Request" minOccurs="0" maxOccurs="unbounded" />
                </xs:sequence>
                <xs:attribute name="nextPoll" type="xs:integer" use="optional" />
            </xs:extension>
        </xs:complexContent>
    </xs:complexType>
</xs:schema>
```
<xs:sequence>
  <xs:attribute name="itemID" type="xs:string" use="required"/>
</xs:complexType>

<!--------------------------------------------------------------------->
<!-- Pagination of results design pattern schema defs    -->
<!--------------------------------------------------------------------->

<!--------------------------------------------------------------------->
<!-- BasicPagingAttributeGroup - basic request pagination support -->
<!--------------------------------------------------------------------->

<xs:attributeGroup name="BasicPagingAttributeGroup">
  <xs:attribute name="count" use="optional" type="xs:nonNegativeInteger"/>
  <xs:attribute name="offset" use="optional" type="xs:nonNegativeInteger"/>
</xs:attributeGroup>

<!--------------------------------------------------------------------->
<!-- BasicPagingResponseAttributeGroup - basic response pagination support -->
<!--------------------------------------------------------------------->

<xs:attributeGroup name="BasicPagingResponseAttributeGroup">
  <xs:attribute name="remaining" use="optional" type="xs:integer"/>
  <xs:attribute name="nextOffset" use="optional" type="xs:nonNegativeInteger"/>
  <xs:attribute name="maxCount" use="optional" type="xs:nonNegativeInteger"/>
</xs:attributeGroup>

<!--------------------------------------------------------------------->
<!-- ExtendedPagingAttributeGroup - adds set support -->
<!--------------------------------------------------------------------->

<xs:attributeGroup name="ExtendedPagingAttributeGroup">
  <xs:attributeGroup ref="BasicPagingAttributeGroup"/>
  <xs:attribute name="setID" use="optional" type="xs:string"/>
  <xs:attribute name="setReq" use="optional">
    <xs:simpleType>
      <xs:restriction base="xs:string">
        <xs:enumeration value="Static"/>
        <xs:enumeration value="DeleteSet"/>
      </xs:restriction>
    </xs:simpleType>
    <xs:attribute>...
</xs:attributeGroup>

<!--------------------------------------------------------------------->
<!-- ExtendedPagingResponseAttributeGroup - adds support for sets -->
<!--------------------------------------------------------------------->

<xs:attributeGroup name="ExtendedPagingResponseAttributeGroup">
  <xs:attributeGroup ref="BasicPagingResponseAttributeGroup"/>
  <xs:attribute name="setExpires" use="optional" type="xs:dateTime"/>
</xs:attributeGroup>

<!--------------------------------------------------------------------->
<!-- Delayed Notification design pattern schema defs    -->
<!--------------------------------------------------------------------->

<!--------------------------------------------------------------------->
<!-- NotifyTo - element for carrying the notification destination -->
<!--------------------------------------------------------------------->

<xs:element name="NotifyTo" type="wsa:EndpointReferenceType"/>
1091 <!-- Notification - interface for receiving the delayed completion status -->
1092 <xs:element name="Notification" type="NotificationType"/>
1093 1094 <xs:complexType name="NotificationType">
1095 1096 <xs:complexContent>
1097 1098 <xs:extension base="RequestAbstractType">
1099 1100 <xs:sequence>
1101 1102 <xs:element name="RequestAbstractType" abstract="true">
1103 1104 <xs:sequence>
1105 1106 <xs:any namespace="##other" processContents="lax" maxOccurs="unbounded"/>
1107 1108 </xs:sequence>
1109 </xs:element>
1110 </xs:sequence>
1111 </xs:extension>
1112 </xs:complexContent>
1113 </xs:complexType>
1114 1115 <xs:complexType name="NotificationResponseType">
1116 1117 <xs:complexContent>
1118 1119 <xs:extension base="ResponseAbstractType"/>
1120 1121 </xs:complexContent>
1122 </xs:complexType>
1123 1124 <xs:complexType name="RequestAbstractType" abstract="true">
1125 1126 <xs:sequence>
1127 1128 <xs:element ref="lu:Status"/>
1129 1130 </xs:sequence>
1131 </xs:element>
1132 </xs:sequence>
1133 </xs:complexType>
1134 </xs:complexType>
1135 1136 <xs:complexType name="ResponseAbstractType" abstract="true">
1137 1138 <xs:sequence>
1139 1140 </xs:sequence>
1141 </xs:element>
1142 </xs:sequence>
1143 </xs:complexType>
1144 </xs:complexType>
1145 </xs:schema>
6. Notification Endpoint WSDL (non-normative)

```xml
<?xml version="1.0"?>
<definitions name="notify-svc"

targetNamespace="urn:liberty:notify:2007-09"
xmns:tns="urn:liberty:notify:2007-09"
xmns:soap="http://schemas.xmlsoap.org/wsdl/"
xmns:xsd="http://www.w3.org/2001/XMLSchema"
xmns:wsaw="http://www.w3.org/2006/02/addressing/wsdl"
xmns:dp="urn:liberty:dp:2007-09"
xmns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://schemas.xmlsoap.org/wsdl/
http://schemas.xmlsoap.org/wsdl/
http://www.w3.org/2006/02/addressing/wsdl
http://www.w3.org/2006/02/addressing/wsdl/ws-addr-wsdl.xsd">
  <types>
    <xsd:schema
      namespace="urn:liberty:dp:2007-09"
      schemaLocation="liberty-idwsf-dp-v1.0.xsd"/>
  </types>

  <message name="Notification">
    <part name="body" element="dp:Notification"/>
  </message>

  <message name="NotificationResponse">
    <part name="body" element="dp:NotificationResponse"/>
  </message>

  <portType name="NotifyPort">
    <operation name="Notification">
      <input message="tns:Notification"
      <output message="tns:NotificationResponse"
    </operation>
  </portType>

  <binding name="NotifyBinding" type="tns:NotifyPort">
    <soap:binding style="document"
      transport="http://schemas.xmlsoap.org/soap/http"/>
    <operation name="Notification">
      <input>
        <soap:body use="literal"/>
      </input>
      <output>
        <soap:body use="literal"/>
      </output>
    </operation>
  </binding>

  <service name="NotifyService">
    <port name="NotifyPort" binding="tns:NotifyBinding">
      <!-- Modify with the REAL SOAP endpoint -->
      <soap:address location="http://example.com/notify"/>
    </port>
  </service>
</definitions>
```
1207   </port>
1208
1209   </service>
1210
1211   </definitions>
1212
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